Elevator Simulation for Testing
Advertisement Scheduling Systems

Daniel Wilfing, Oliver Krauss and Andreas Schuler
University of Applied Sciences Upper Austria
Softwarepark 11, 4232 Hagenberg, Austria
Homepage: http://ehealth.projekte.fh-hagenberg.at/

Abstract—An agent-based elevator simulation was imple-
mented to test the validity of an advertisement scheduling
system. The elevator simulation imitates the elevators and their
advertisement system, thus testing the different schedules and
sending the results back to the scheduler. To validate the results,
certain data sets of the simulation application are compared with
expected values. First results have shown that the created data
is in a valid range around the estimations. Finally, methods to
further improve the simulation are presented. It was found that
agent-based simulations are a good method to test systems, which
are too complex or expensive to test in the real environment.
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I. INTRODUCTION

Setting schedules for advertisements is a difficult task, as
the required work grows exponentially with the problem size
[1]. Some advertisers favour continuous advertising, others
prefer flighting or pulsing [2]. Certain advertisements should
not be displayed after each other, like ads of business rivals.
Configuring the schedule manually is doable if only a few
schedules have to be created, but becomes more complex
and time-consuming when more schedules should be uniquely
configured for different display units.

Automatic scheduling systems can take care of this problem,
by calculating different schedules given certain constraints
[3]. They are several times faster than a manual approach
and are capable to incorporate results of previous schedules.
They constantly improve their schedule calculation thanks to
this. However, automatic systems are still prone to mistakes,
like ignoring certain aspects that have not been considered
with constraints (e.g. displaying advertisements of business
rivals one after the other). Testing the different schedules
would be beneficial, but using the real environment is usually
expensive or outright impossible, if the necessary devices are
not available. Testing distributed a system, or systems which
are already in use, proves difficult as well. Using a simulation
approach might solve this problem, as it can simulate all
kinds of scenarios with little set-up time. Simulations are also
able to simulate different behaviours of a model much faster,
compared to a real environment [4].

In this work, an application is introduced, that simulates
an elevator system. The simulation was tested using the
automatic advertisement scheduler. The advertisements defined
by the scheduler, are displayed during each elevator ride. The
simulation system collects all runs and additional information

regarding the run (e.g. start- and end-time of the run, displayed
advertisements, etc.). This information is sent back to the
scheduler, so it can make adjustments regarding the next
schedules. This way, testing of the advertisement system is
done without using the real environment. The results of the
simulation are evaluated and the validity of this test method
presented.

II. METHODS

Simulations allow the reenactment of different situations
and are usually used for scenarios, which are too complex
or time-consuming to perform in the real environment. Core
of each simulation is a model, which is a depiction of an event
or a system. The simulation then defines the different actions
and behaviours for the model. [5]

The two main areas of simulations are continuous and
discrete models and simulations. Continuous simulations im-
itate a continuously changing system and often require real
numbers for calculation. Additionally, infinitely many changes
can occur in each time interval [6]. For discrete simulations,
changes occur at certain instants in the simulations. Changes
between those time steps are not calculated and dismissed [7].
The simulation presented in this work implements a discrete
approach, as each event happens at certain instants.

The model used in this work describes a single building with
multiple floors and persons, as well as an elevator system.
During the simulation, the persons move from one floor
to another using the elevators. The elevators then transport
the persons to their requested floor and start displaying the
advertisements. Information regarding this elevator is collected
and sent back to the scheduler, like the start- and end-time of
each elevator ride and which advertisements were displayed
during said rides. This information is then compared with a
set of estimations, to verify how genuine the behaviour of the
simulation is.

The following sections describe the structure of the model,
as well as how the different person and elevator behaviours
have been implemented.

A. Structure of the model

The simulation consists of different agents with distinct
behaviours, which are interacting with each other. This type of
simulation is called agent-based simulation [8]. One of these



agents is represents a building, that contains an arbitrary num-
ber of persons and elevators. The building consists of multiple
floors, that have a specific type. Possible floor types are lobby,
apartment, shop, and office. Persons in the simulation require
these types, so they can decide which floor they want to visit
next. A graphical visualisation of a model can be seen in figure
1.

Different agents are assigned to simulate the behaviour
of the elevators. These agents are heavily influenced by the
person-agents in the building, which use them to move from
one floor to another. Each elevator-agent in the building has
attributes that define its speed and capacity, as well as a list
of advertisements that the elevator displays to passengers. The
advertisements are given by the automatic scheduler and get
displayed in a round-robin manner. Round-robin is a form to
sequentially process items in a list, starting back from the
beginning when the entire list got processed [9].

Person-agents keep the simulation running by autonomously
interacting with elevator-agents. These agents are positioned
on different floors inside of the building, depending on the
simulation setup. During the simulation, they move to different
floors using the elevator-agents and generate the necessary
elevator rides. A person-agent decides to which floor he wants
to move next, but the elevator-agent ultimately decides in
which order the different floors will be visited.

The behaviours of each agent have been modeled after state
machines, which define the different actions and their order,
in which they happen during simulation. This is similar to
the approach presented by [10]. The state machines of the
different agents influence each other and certain states can only
be reached through actions of other agents. The state machines
allow a more sophisticated behaviour for the different agents,
thus enhancing the agent-based simulation [11].
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Fig. 1. A graphical representation of the model shows the events during
simulation.

B. Person behaviour

The person-agents are constantly interacting with the other
agents in the simulation and move from one floor to to another.
To make this possible, they need a certain behaviour. With a
random behaviour, the simulation would already be functional
and generate the required elevator runs. However, this makes
it impossible to simulate specific scenarios, like the In- and
Out-rush. These rushs are behaviours that have been observed
in real elevator systems and occur at certain times. In-Rush
happens when many people want to move from to the ground

floor to one of the upper floors (e.g. people go to work).
Out-Rush occurs when people go from the upper floors to
the ground-floor (e.g. people go for lunch) [12]. To simulate
these scenarios, it is necessary to define at which time a person
should go to a specific floor (e.g. at 12:00, person wants to
visit the cafeteria). A person should move several times in the
simulation, so it requires more than one of those time-based
behaviours.

A person-agent in the simulation has to interact correctly
with the other objects in the simulation. After it decides to
change floor, it should press the correct floor button and wait
for the elevator. The person should enter the elevator once it
reaches its floor, press the correct button inside the elevator and
exit it once the the elevator arrives at the correct destination.
All of those actions are implemented as states in the simulation
(see figure 2). The state wait for cabin and wait in cabin
are dependant on the states of the elevator-agents. The person
watches the advertisements during the state wait in cabin. Its
also possible that the elevator breaks down. In this case, the
person leaves the elevator and tries to enter a different one.
Other states (e.g. person left the building) are not relevant for
this simulation.
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Fig. 2. Each person has one of three possible states, which describe if the
person wants to remain on the current floor or not.

C. Elevator behaviour

The elevator-agents transport the person-agents to the dif-
ferent floors. To achieve this, they need a specific behaviour
defining how they move frome one floor to another and which
actions they have to take. They do not act by themselves, but
are controlled by the different floor- and elevator-buttons.

The easiest way would be to randomly move the elevators
through the building, but this does not simulate real elevator
systems. State-of-the-art elevators move in one direction and
visit necessary floors, until there are no more required floors
in the given direction. They are then turning around and move
in the other direction [13]. Each elevator in the simulation
adheres to this behaviour. Additionally, the elevators have to
coordinate each other, or every elevator would go to the same
floor after a floor button was pressed. The elevator system
requires a control unit that defines which elevator should go
to which floor to pick passengers up [14].

Besides this, the elevators in the simulation also have to
spend time opening and closing their doors, as well as take
time to move to a different floor. The elevator can also




send distress calls or break down, depending on the scenario.
Similar to the persons-agents, these actions are implemented
as states (see figure 3). The state machine of elevators is
mainly influenced by the actions of the person-agents, because
these agents make requests to move to different floors. They
influence every state of elevator-agents, with the exception
of the state outage. The state move is additionally affected
by the other elevator-agents in the simulation, as certain
floors can be skipped if different elevators are moving to the
requested floors already. Each elevator has a unique schedule
of advertisements. The commercials will not get displayed
while the elevator is waiting. They start once the elevator
begins moving to a different floor.
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Fig. 3. Elevators are idling until they get a request from a floor. If they have
to move to a different floor, they cycle through different states until they have
reached their destination.

D. Communication with the scheduler

Each elevator in the simulation requires a schedule. These
schedules consist of an arbitrary number of advertisements,
that are given in a specific order. Once a schedule has been
uploaded to an elevator, it will keep displaying the advertise-
ments, until it is replaced by a new schedule.

The automatic scheduler generates the different schedules
on a daily basis. The different elevators take the newest
schedule via restful web services and update its advertisements
[15]. If the automatic scheduler is not able to generate the
schedules in time, the elevators keep displaying the old adver-
tisements. This is to prevent the system from not displaying
any advertisements.

Each elevator collects information regarding the
advertisement-playbacks. After a certain amount of elevator
rides have occurred or a day has passed, the information is
sent to the automatic scheduler.

The interval when schedules are created and updated can
be shortened significantly, if the system is tested with the
simulator. The simulation is able to generate the elevators
rides much faster, and therefore tests the different schedules
quicker than the real environment. For example, the scheduler
creates and sends the schedules at midnight, when using the
real system or a slowed down simulation. If the simulation
speed is increased by a factor of 4, then the scheduler has to
calculate schedules each 6 hours, instead of every 24 hours.

E. Test scenario

Two different test cases were implemented to test the
automatic scheduler together with the elevator simulation.
A model with 100 different elevators has been simulated.
The automatic scheduler calculated the necessary schedules
for these elevators using 20 advertisements with different
constraints (e.g. specific advertisements should only scheduled
on certain weekdays). This scenario has been simulated for one
week. Using the time lapse functionality of the simulation, this
scenario has been simulated with two different time settings.

In the first test case, the simulation slowed down to require
an entire week for the simulation, thus running in real-time
[16]. Thanks to this, the behaviour of the automatic scheduler
can be inspected in a setting that is as close to the real
environment as possible.

The simulation runs without delay in the second test case.
The interval, in which the automatic scheduler calculates the
advertisement schedules, had to be shortened significantly,
otherwise the scheduler would not be able to generate the
schedules on time. If the scheduler is too slow, the simulation
reuses the old advertisement schedules.

The resulting data of both runs are compared to see if there
are any significant differences. Estimations for the different
data sets are stated and matched with the results of the test
runs, to identify any problems regarding the validity of the
simulation. These data sets include the start- and end-time of
the generated elevator rides, to check if their data is reasonable
and if the elevator-agents where able to correctly simulate their
given behaviour. Data regarding the displayed advertisements
is also collected, to verify if the advertisements have been
presented in the order given by the schedule.

III. RESULTS

The results of the simulations have been collected in an
object-relational database. Several SQL queries have been ex-
ecuted to make comparison with different estimators possible,
and to verify how rational the data sets are.

Required time for elevator ride

A certain amount of time is necessary until a single elevator
ride has occurred. This required time also needs to be simu-
lated correctly, or the time when advertisements are displayed
during elevator rides would not be accurate. If this does not get
simulated properly, the simulator would create rides that can
not happen in the real environment, like a ride that only lasted
for one second, but displayed three advertisements lasting 10
seconds each during this time.

Different building types have been simulated, containing
a different number of floors, elevators and persons. Possible
building types are for example shopping centres, office build-
ings and apartment complexes. Depending on the settings of
the elevator-agents, the time that it takes for one elevator to
move from one floor to another should be between 10 and 30
seconds. If a ride takes less time, the elevator is too fast and
the simulation becomes unrealistic. The minimum ride times
are thus suitable values to consider when reviewing the data



Building types

Number of Rides

apartment complex (10 floors) —- 61.854
office building (10 floors) | —1 27.077
public building (6 floors) | 70.032
community building (5 floors) | E-E 12.256
industrial building (3 floors) | 12.247
shopping center (3 floors) | — 24.487
restaurant (2 floors) | — 4.639
private building (2 floors) | 161
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Fig. 4. The necessary times of an elevator movement heavily depend on the number of floors inside the building.

set. The maximum ride times can be considered as well, but
they mainly depend on the number of floors in the building. If
the building contains more floors, then the elevator rides that
can occur take accordingly more time.

The fastest ride over all generated rides was 7 seconds long.
This is 3 seconds below the estimation. This ride probably
occurred because a person stepped into a very fast elevator
and only moved a single floor up or down. All the necessary
actions defined by the state machine of the elevator-agent can
be simulated during these 7 seconds, but this result is not very
realistic. This problem can be solved by decreasing the speed
of the elevator-agents.

To evaluate the maximum elevator ride times in respect to
how many floors the building has, a box-plot diagram was
designed (see figure 4). According to the data, the maximum
time of an elevator ride increases with the number of floors
in the building. This matches with the previous assumption.
Elevator-agents seem to correctly consider the number of
floors in the building during the simulation. The maximum
ride times seem to be very high, but can be explained with
distress calls, which delay the elevator ride significantly.

A. Schedule usage

After receiving the schedules, the simulation application has
to properly distribute the different schedules to the elevators.
The advertisements have to be displayed in exactly the same
order, that was defined in the schedule.

The automatic scheduler prefers simple advertisements with
little requirements at the beginning. Over several days, the
scheduler generates more specialised schedules for each ele-
vator, using the data sent back from the elevator simulation
(e.g. number of displayed advertisements). For the test cases,
three simple advertisements are being scheduled together with
17 constrained ads. Constraints define certain criteria that need
to be considerer for scheduling. The branch of an advertise-
ment is a possible constraint, or that that the advertisement
has to be displayed at a specific time. The only constraint
that is considered for each advertisement is, that the same
advertisement should not be repeated several times in a row.

The first schedule should only consist of three projects, named
A, B and C. The scheduler should prefer these three projects,
as they don’t have any unique constraints defined. A first
fitting schedule might be in the order A-B-C-A-B-C-A-B-C-B.
This order would be suitable, as no advertisement is repeated
twice in a row. The second schedule should already use the
commercials with constraints during schedule generation.

After testing this behaviour, a small variation of the esti-
mated schedule was observed for the first schedule (see figure
5). The estimated and generated schedule are similar, but the
calculated schedule repeats the advertisement C two times
back-to-back. The simulation correctly displays and repeats
the given schedule.

Estimated Schedule:
[ale[c[a[s]c]a[e]c]s]

Schedule generated:
[a[e[cle[a[e[c]ale]c]

Displayed advertisements:

[ale]cle[alefc]alelci
L ElEel el e e
A EEEAERERER.

Fig. 5. The elevator simulation correctly incorporates the generated schedule
during the simulation.

The last generated schedule for the simulation should differ
for the most part compared to the first schedule. It should
mostly consist of advertisements with constraints. Making an
accurate estimation for this schedule is difficult, because many
factors of the simulation are taken into account during the
schedule generation, some of which are stochastic.

Figure 6 shows the result of the last run. As required, only
constrained advertisements have been scheduled. The elevator
in the simulation was also able to display and repeat the
schedule correctly. However, there is still room for improve-
ment. The schedule contains three D-advertisements in a row.



It would’ve been impossible to prevent a repetition with the
given number of advertisements, but a schedule like D-D-E-
D-D-E-D-F-D-G would’ve prevented a triple repetition, at the
cost of two double repetitions.

Schedule generated:
[o]e[o[o[o[e[o[¢[o]8]

Displayed advertisements:

[o[e[o]o[o]e[o[F[ofE
Lé{D|E|D|D|D|E|D|F|D|G}—‘
L9|[:|E|[J|[J|[:|E|[J|F|[:|G|...

Fig. 6. After collecting data from the simulator, the scheduler starts using
the constrained advertisements for scheduling.

All of these behaviours have been successfully observed in
both test cases. It didn’t matter if the simulation was slowed
down to real-time or was simulating as fast as possible. The
only difference was, that the interval of the automatic sched-
uler had to be adjusted, so that the scheduler would calculate
the schedules fast enough for the simulation application.

IV. CONCLUSION

Using an application to simulate certain scenarios, that are
otherwise too difficult or expensive to set-up, is a good way
to generate test data for a scheduling algorithm and software-
systems in general. Data can be generated much faster than
it would ever be possible in the real environment. The testing
of the scheduling algorithm can be improved, as it allows
the creation and calculation of much bigger problems than
usual. Simulations also enable to run the simulation at different
speeds, allowing to test a certain scenario over any given
duration. Because of this its possible to run the scheduler
in an environment, that is as close to the real environment
as possible. Thanks to this, problems that might arise when
a certain problem size is reached can be detected and fixed
sooner.

Simulations seem like a fitting way to test without using
a real system. By imitating the basic behaviours of the real
environment, simulations make it possible to test an appli-
cation without using the real system. Certain aspects can be
monitored and adjusted during the simulation, that can not be
inspected as easily in the real system [17]. Complete validity
of the simulation has yet to be confirmed by comparing data of
the real environment with data of a simulation using a model
of the real environment [18].

V. OUTLOOK

As a next step, the results of the simulator are intended to
be compared with the data created in the real environment.
To do this, a model that is very similar to the buildings,
that are currently showing advertisements using manually built
schedules, will be simulated. Then the data of the simulation
will be compared with the real data. Thanks to this, the

differences regarding the behaviour of the simulation and the
real system can be detected. Furthermore, the validity of the
simulation can be assessed and it can be verified if a simulation
application is a suitable substitute for testing a system.

The basic framework of the simulation application should
be improved, so that other kinds of models, and not only
elevator systems, can be simulated as well. Additional person
behaviours might be implemented, so that more types of
persons can be simulated, like children or elderly persons
[19]. The current system is loosely modelled after a state
machine approach, but the state machine template has not
been implemented. Further research will be done to asses how
effective simulations based on finite state machines are [20].
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